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BICI Project

**Introduction/Description**:

The original dataset contained 398 instances (rows) of cars with 9 different characteristics (columns).

The adjusted dataset we are using contains 396 instances (so we can perform 4 cross-fold validation) and we removed the 9th column.

Description of adjusted dataset columns (3 qualitative; 5 quantitative):

#1 MPG = fuel efficiency measured in miles per gallon (mpg), Exs. 9.0, 13.0, 41.5, Type-quantitative

#2 Cylinders = number of cylinders in the engine, Exs. 3, 4, 8, Type-qualitative

#3 Displacement = engine displacement (in cubic inches), Exs. 68.0, 112.0, 455.0, Type-quantitative

#4 Horsepower = engine horsepower, Exs. 46.0, 70.0, 230.0, Type-quantitative

#5 Weight = vehicle weight (in pounds), Exs. 1613, 3615, 5140, Type-quantitative

#6 Acceleration = time to accelerate from 0 to 60 mph (in seconds), Exs. 8.00, 15.50, 24.80, Type-quantitative

#7 Model\_Year = model year, Exs. 73, 79, 82, Type-qualitative

#8 Origin = origin of car (1: American, 2: European, 3: Japanese), Exs. 1, 2, 3, Type-qualitative

\*We will adjust Origin so that 1=American and 0=non-American

The goal is to predict whether the car is of American origin or not. We will be using column #8 (Origin) as our response variable.

**Methodology**: Describe the different models/methods that were tried through the course of the analysis and how you model-performance was assessed. Do not state any results in this section.

Logistic Regression:

Using forward and backward selection for AIC and BIC, we created estimated regression models to make predictions for the response variable. We also used cv-prediciton error and created PCAs to find better models.

Decision Trees:

We ran two models of decision trees by randomly selecting control parameter (cp) values. For the third model, we used the printcp function to find the optimal cp, based on the smallest corresponding xerror. Then, we found the misclass rate of the third model.

SVM:

We created 4 SVM models, based on the quantitative data, by altering the kernel type and cost amount.

1st Model: kernel=linear, cost=1

2nd Model: kernel=linear, cost=10

3rd Model: kernel=radial, cost=1

4th Model: kernel=radial, cost=10

K-nearest Neighbors:

We first standardized the quantitative data, ran the knn model, with the number of neighbors going from 10-500 in steps of 10, for each group in the 4 fold cross validation.

We then plotted the misclass rate with the number of neighbors used to find the smallest misclass rate.

Cluster Analysis:

We ran 4 different cluster model types by adjusting the distance-method and cluster-method.

The first 3 models produced the same majorities of each group (although the predictions varied slightly), resulting in the same misclass rate.

The final model (Manhattan distance, complete linkage), produced a different majority of predictions for the second group, resulting in a better misclass rate!

Random Forests:

We ran the random forest model. We used 1000 trees and randomly selected 4 variables in each iteration.

**Analysis**: Describe what the outcome of each model/analysis was, including relevant diagrams and output. You are not responsible for using every topic from class, however most should be covered.

Logistic Regression:

*AIC backward*:

Coefficients:

(Intercept) Cylinder\_Count4 Cylinder\_Count5 Cylinder\_Count6 Cylinder\_Count8

-21.083713 13.889845 -8.834004 10.453286 18.451751

Displacement Weight Acceleration

0.133533 -0.004947 0.189718

Estimated Model: y = -21.083713 + (0.133533\*Displacement) + (-0.004947\*Weight) + (13.889845\*Cylinder\_Count4) + (-8.834004\*Cylinder\_Count5) + (10.453286\*Cylinder\_Count6) + (18.451751\*Cylinder\_Count8) + (0.189718\* Acceleration)

*AIC forward*:

Coefficients:

(Intercept) Displacement Weight Cylinder\_Count4 Cylinder\_Count5

-21.083713 0.133533 -0.004947 13.889846 -8.834004

Cylinder\_Count6 Cylinder\_Count8 Acceleration

10.453286 18.451751 0.189718

Estimated Model:

y = -21.083713 + (0.133533\*Displacement) + (-0.004947\*Weight) + (13.889846\*Cylinder\_Count4) + (-8.834004\*Cylinder\_Count5) + (10.453286\*Cylinder\_Count6) + (18.451751\*Cylinder\_Count8) + (0.189718\* Acceleration)

*BIC forward*:

Coefficients:

(Intercept) Displacement Weight Acceleration

-4.804060 0.106482 -0.004769 0.191111

Estimated Model:

y = -4.804060 + (0.106482\*Displacement) + (-0.004769\*Weight) + (0.191111\* Acceleration)

*BIC backward*:

Coefficients:

(Intercept) Displacement Weight Acceleration

-4.804060 0.106482 -0.004769 0.191111

Estimated Model:

y = -4.804060 + (0.106482\*Displacement) + (-0.004769\*Weight) + (0.191111\* Acceleration)

*CV-Prediction Error*:

> cv.glm(autoFactor,glm(Origin~.,family=binomial(),data=autoFactor),K=4)$delta

[1] 0.09655533 0.09282460

*PCA*:

We used a screeplot to determine the number of PCAs to use.

![](data:image/png;base64,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)

Since there is a large drop from 1 to 2, we conclude that using 2 PCAs should be sufficient.

Models to calculate PCAs:

#PC1=(0.007621734\*MPG) + (0.114227040\*Displacement) + (0.016867082\*Horsepower) + (-0.993281314\*Weight) + (0.001351122\*Acceleration)

#PC2=(-0.01547889\*MPG) + (0.98530912\*Displacement) + (-0.12085733\*Horsepower) + (-0.11552377\*Weight) + (-0.03121063\*Acceleration)

> misclass\_PCA

[1] 0.1590909

Decision Trees:

Decision Tree from model 1, using a CP=.1
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Decision Tree from model 2, using a CP=.0001
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Finding CP (find the cp value where the xerror decreases, hits a minimum, then begins to increase):

CP nsplit rel error xerror xstd

1 0.664430 0 1.00000 1.00000 0.064701

2 0.030201 1 0.33557 0.33557 0.044360

3 0.026846 3 0.27517 0.35570 0.045473

4 0.020134 5 0.22148 0.30201 0.042386

5 0.013423 6 0.20134 0.31544 0.043194

6 0.000100 7 0.18792 0.33557 0.044360

We then made a 3rd model, using the CP=.02 to find the misclass rate (turns out to be the same tree as the 2nd model).

Misclass rate = 0.5151515

SVM:

We compared the output of the misclassification rates between the 4 models to identify the best model.

> misclass\_cross1

[1] 0.5378788

> misclass\_cross2

[1] 0.530303

> misclass\_cross3

[1] 0.5429293

> misclass\_cross4

[1] 0.5378788

2nd model proved to be best based on having the lowest misclass rate.

K-nearest Neighbors:

Plot of misclass rates and the number of neighbors used.
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We see that the lowest misclass rate occurs when the number of neighbors (“k”) equals 500.

When k = 500, the misclass rate = 0.4020202

Cluster Analysis:

Misclass rates of all 4 models:

1. ES = Euclidean, Single
2. EC = Euclidean, Complete
3. MS = Manhattan, Single
4. MC = Manhattan, Complete

misclassES

[1] 0.3762626

> misclassEC

[1] 0.3762626

> misclassMS

[1] 0.3762626

> misclassMC

[1] 0.2979798

Optimal model is ClustersMC (Manhattan, Complete) based on the misclass rate.

Random Forests:

Misclass rate after running the random forest model:

misclassRF = 0.07323232

**Conclusion**: Describe the model that we should use for predicting the class of the 𝑦-variable and assess its performance one final time.

The model which performed best at predicting the class of the y-variable was Random Forests. When ran again, we got a misclass rate of 0.07070707 (an even lower misclass rate).

**Appendix**: Include all code used in the analysis along with some description of what the code is doing.

# Natan Alper

# BICI Final Project

### 1st we will read the data in R and clean it so

### it is ready for analysis!

# Directory path to the file- autoData

path <- "C:/Users/Natan/Documents/@YeshivaUniversity/Spring2020/Business Intelligence & Consumer Insights/Final Project/"

# Alternatively, we can import the dataset manually

# Input autoMPG data from csv file into RStudio

autoFileRaw <- read.csv(file = paste0(path,"/autoData.csv"))

# Rename columns of autoFile

names(autoFileRaw) <- c("MPG", "Cylinder\_Count", "Displacement", "Horsepower", "Weight", "Acceleration", "Model\_Year", "Origin", "Car\_Name")

# Remove the Car\_Name col (since not using) and last 2 rows (for 4-fold validation)

autoFile <- data.frame(autoFileRaw[-c(nrow(autoFileRaw), (nrow(autoFileRaw)-1)),-(ncol(autoFileRaw))])

# 3 cols that should be qualitative (cols 2, 7, 8)

autoFile$Cylinder\_Count <- as.character(autoFile$Cylinder\_Count)

autoFile$Model\_Year <- as.character(autoFile$Model\_Year)

autoFile$Origin <- as.character(autoFile$Origin)

autoFile$Origin[autoFile$Origin=="1"] <- "American"

autoFile$Origin[autoFile$Origin!="American"] <- "non-American"

# 5 cols that should be quantitative (1, 3, 4, 5, 6)

# autoFile$MPG is numeric

# autoFile$Displacment is numeric

# autoFile$Acceleration is numeric

autoFile$Horsepower <- as.numeric(autoFile$Horsepower)

autoFile$Weight <- as.numeric(autoFile$Weight)

autoQuant <- autoFile[,c(1, 3, 4, 5, 6, 8)]

### Now we will throw some models at this data and see

### what results they come up with!

# The groups we will use for 4-fold cross validation

# Only run samp code once

samp=sample((1:396), 396, replace = FALSE)

# We create 4 folds

g1=samp[1:99]

g2=samp[100:198]

g3=samp[199:297]

g4=samp[298:396]

Groups <- data.frame(g1,g2,g3,g4)

########## Logistic Regression ##########

library(boot)

# Converting character data into factors & Origin into 1s & 0s

# 1=American, 0=non-American

autoFactor <- data.frame(autoFile$MPG,as.factor(autoFile$Cylinder\_Count), autoFile$Displacement, autoFile$Horsepower, autoFile$Weight, autoFile$Acceleration, as.factor(autoFile$Model\_Year), autoFile$Origin)

names(autoFactor) <- c("MPG", "Cylinder\_Count", "Displacement", "Horsepower", "Weight", "Acceleration", "Model\_Year", "Origin")

autoFactor$Origin <- as.character(autoFactor$Origin)

autoFactor$Origin[autoFactor$Origin=="American"] <- 1

autoFactor$Origin[autoFactor$Origin!=1] <- 0

autoFactor$Origin <- as.factor(autoFactor$Origin)

### By default, step() selects models based on AIC.

# Backward Selection:

step(glm(Origin~.,family=binomial(),data=autoFactor))

# Forward Selection:

step(glm(Origin~1,family=binomial(),data=autoFactor),direction="forward",scope=list(glm(Origin~1,family=binomial(),data=autoFactor),upper=glm(Origin~.,family=binomial(),data=autoFactor)))

### To use BIC, we specify k=log(n) in the step() func (n=# of obs)

# Forward Selection:

step(glm(Origin~.,family=binomial(),data=autoFactor),k=log(396))

# Backward Selection:

step(glm(Origin~1,family=binomial(),data=autoFactor),direction="forward",scope=list(glm(Origin~1,family=binomial(),data=autoFactor),upper=glm(Origin~.,family=binomial(),data=autoFactor)),k=log(396))

### cv-prediction error

cv.glm(autoFactor,glm(Origin~.,family=binomial(),data=autoFactor),K=4)$delta

## We get 2 measures of avg pred error (only use the 1st)

# Getting PCA for quantitative data

pca=prcomp(autoQuant[-6])

summary(pca)

# Look for the large drop in screeplot

screeplot(pca,type="lines")

# New data is located in:

pca$x

##The coefficients in the linear combination are located here:

pca$rotation

#PC1=(0.007621734\*MPG)+(-0.114227040\*Displacement)+(0.016867082\*Horsepower)+(-0.993281314\*Weight)+(0.001351122\*Acceleration)

#PC2=(-0.01547889\*MPG)+(0.98530912\*Displacement)+(-0.12085733\*Horsepower)+(-0.11552377\*Weight)+(-0.03121063\*Acceleration)

PCdata=data.frame(pca$x,autoFactor$Origin)

errors=c()

for(i in 1:396){

mod=lm(autoFactor.Origin~.,data=PCdata[-i,c(1:2,6)])

predicted=predict(mod,newdata=PCdata[i,c(1:2,6)])

errors=c(errors,as.numeric(PCdata$autoFactor.Origin[i])-as.numeric(predicted))

}

errors

errors[errors<=0] <- 0

errors[errors!=0] <- 1

errors

misclass\_PCA <- sum(autoFactor$Origin!=errors)/length(errors)

misclass\_PCA

########## Decision Trees ##########

library(rpart)

library(rpart.plot)

autoTree1 <- rpart(Origin~., data=autoFile, control=rpart.control(cp=.1))

rpart.plot(autoTree1,digits=-3)

autoTree2<- rpart(Origin~., data=autoFile, control=rpart.control(cp=.0001))

rpart.plot(autoTree2,digits=-3)

# Find optimal cp based on XERROR

printcp(autoTree2,digits=5)

autoTree3 <- rpart(Origin~., data=autoFile, control=rpart.control(cp=.02))

rpart.plot(autoTree3,digits=-3)

predictions <- c()

for(i in 1:4){

autoTree3 <- rpart(Origin~., data=autoFile[-Groups[,i],],control=rpart.control(cp=.02))

predictions\_per\_fold <- predict(autoTree3,type="class",newdata=autoFile[Groups[,i],])

predictions <- c(predictions,as.character(predictions\_per\_fold))

}

misclass\_cross <- sum(autoFile$Origin!=predictions)/length(predictions)

misclass\_cross

########## SVM Model ##########

library(e1071)

# Only use quant variables plus Origin = autoQuant

# 1st Model: kernel=linear, cost=1

preds <- c()

for(i in 1:4){

modelSVM <- svm(Origin~.,data=autoQuant[-Groups[,i],],kernel="linear",type="C-classification",cost=1)

predictions\_per\_fold <- predict(modelSVM,type="class",newdata=autoQuant[Groups[,i],])

preds <- c(preds,as.character(predictions\_per\_fold))

}

misclass\_cross1 <- sum(autoQuant$Origin!=preds)/length(preds)

# 2nd Model: kernel=linear, cost=10

preds <- c()

for(i in 1:4){

modelSVM <- svm(Origin~.,data=autoQuant[-Groups[,i],],kernel="linear",type="C-classification",cost=10)

predictions\_per\_fold <- predict(modelSVM,type="class",newdata=autoQuant[Groups[,i],])

preds <- c(preds,as.character(predictions\_per\_fold))

}

misclass\_cross2 <- sum(autoQuant$Origin!=preds)/length(preds)

# 3rd Model: kernel=radial, cost=1

preds <- c()

for(i in 1:4){

modelSVM <- svm(Origin~.,data=autoQuant[-Groups[,i],],kernel="radial",type="C-classification",cost=1)

predictions\_per\_fold <- predict(modelSVM,type="class",newdata=autoQuant[Groups[,i],])

preds <- c(preds,as.character(predictions\_per\_fold))

}

misclass\_cross3 <- sum(autoQuant$Origin!=preds)/length(preds)

# 4th Model: kernel=radial, cost=10

preds <- c()

for(i in 1:4){

modelSVM <- svm(Origin~.,data=autoQuant[-Groups[,i],],kernel="radial",type="C-classification",cost=10)

predictions\_per\_fold <- predict(modelSVM,type="class",newdata=autoQuant[Groups[,i],])

preds <- c(preds,as.character(predictions\_per\_fold))

}

misclass\_cross4 <- sum(autoQuant$Origin!=preds)/length(preds)

# Find lowest misclass rate to identify the optimal model

misclass\_cross1

misclass\_cross2

misclass\_cross3

misclass\_cross4

# Optimal Model= 2nd Model: kernel=linear, cost=10

########## K-nearest Neighbors ##########

library(class)

# Use autoQuant

# Standardize data

for(i in 1:(ncol(autoQuant)-1)){ ## Note that response variable is assumed to be the last column here

autoQuant[,i] <- (autoQuant[,i]-mean(autoQuant[,i]))/sd(autoQuant[,i])

}

preds <- c()

misclass\_knn <- c()

for(k in 10\*(1:50)){

for(i in 1:4){

predictions\_per\_fold <- knn(train=autoQuant[-Groups[,i],-6],test=autoQuant[Groups[,i],-6],cl=autoQuant[-Groups[,i],6],k=k)

preds <- c(preds,as.character(predictions\_per\_fold))

}

misclass\_knn <- c(misclass\_knn, sum(autoQuant[-Groups[,i],6]!=preds)/length(preds))

}

plot(10\*(1:50), misclass\_knn,pch=16) # finding a choice of "k" which would lead to the lowest misclass rate.

misclass\_knn

########## Cluster Analysis ##########

autoQuant <- autoFile[,c(1, 3, 4, 5, 6)]

# Find distances between observations using "euclidean" and "manhattan"

Eucl.Distances= dist(autoQuant,method="euclidean")

Manh.Distances= dist(autoQuant,method="manhattan")

# 4 different clusters, adjusting distance-method and cluster-method

# Abbreviations: (E=eucl, M=manh) (S=single, C=complete); ES, EC, MS, MC

ClustersES=hclust(Eucl.Distances,method="single")

ClustersEC=hclust(Eucl.Distances,method="complete")

ClustersMS=hclust(Manh.Distances,method="single")

ClustersMC=hclust(Manh.Distances,method="complete")

### Misclass for ClustersES

GroupsES=cutree(ClustersES,k=2)

GroupsES

# Find the # of positions in Group 1 that = non-American in autoFile

sum(autoFile$Origin[GroupsES==1]=="non-American")#149

# ... = American

sum(autoFile$Origin[GroupsES==1]=="American")#246

## Majority of Group 1="American"-set all Group 1 positions in pred to "American"

PredES=rep(NA,396)

PredES[GroupsES==1]="American"

# Find the # of positions in Group 2 that = non-American in autoFile

sum(autoFile$Origin[GroupsES==2]=="non-American")#0

# ... = American

sum(autoFile$Origin[GroupsES==2]=="American")#1

## Majority of Group 2="American"-set all Group 1 positions in pred to "American"

PredES[GroupsES==2]="American"

misclassES=sum(autoFile$Origin[1:396]!=PredES)/396

### Misclass for ClustersEC

GroupsEC=cutree(ClustersEC,k=2)

GroupsEC

# Group 1 pos = non-American

sum(autoFile$Origin[GroupsEC==1]=="non-American")#148

# Group 1 pos = American

sum(autoFile$Origin[GroupsEC==1]=="American")#159

## Maj Group 1 = American, set all of Group 1 to American

PredEC=rep(NA,396)

PredEC[GroupsEC==1]="American"

# Group 2 pos = non-American

sum(autoFile$Origin[GroupsEC==2]=="non-American")#1

# Group 2 pos = American

sum(autoFile$Origin[GroupsEC==2]=="American")#88

## Maj Group 2 = American, set all of Group 2 to American

PredEC[GroupsEC==2]="American"

misclassEC=sum(autoFile$Origin[1:396]!=PredEC)/396

### Misclass for ClustersMS

GroupsMS=cutree(ClustersMS,k=2)

GroupsMS

# Group 1 pos = non-American

sum(autoFile$Origin[GroupsMS==1]=="non-American")#149

# Group 1 pos = American

sum(autoFile$Origin[GroupsMS==1]=="American")#246

## Maj Group 1 = American, set all of Group 1 to American

PredMS=rep(NA,396)

PredMS[GroupsMS==1]="American"

# Group 2 pos = non-American

sum(autoFile$Origin[GroupsMS==2]=="non-American")#0

# Group 2 pos = American

sum(autoFile$Origin[GroupsMS==2]=="American")#1

## Maj Group 2 = American, set all of Group 2 to American

PredMS[GroupsMS==2]="American"

misclassMS=sum(autoFile$Origin[1:396]!=PredMS)/396

### Misclass for ClustersMC

GroupsMC=cutree(ClustersMC,k=2)

GroupsMC

# Group 1 pos = non-American

sum(autoFile$Origin[GroupsMC==1]=="non-American")#3

# Group 2 pos = American

sum(autoFile$Origin[GroupsMC==1]=="American")#132

## Maj Group 1 = American, set all of Group 1 to American

PredMC=rep(NA,396)

PredMC[GroupsMC==1]="American"

# Group 2 pos = non-American

sum(autoFile$Origin[GroupsMC==2]=="non-American")#146

# Group 2 pos = American

sum(autoFile$Origin[GroupsMC==2]=="American")#115

## Maj Group 2 = American, set all of Group 2 to American

PredMC[GroupsMC==2]="non-American"

misclassMC=sum(autoFile$Origin[1:396]!=PredMC)/396

# Find lowest misclass rate to identify the optimal model

misclassES

misclassEC

misclassMS

misclassMC

# Optimal Model= ClustersMC

########## Random Forests ##########

library(randomForest)

RF=randomForest(as.factor(Origin)~.,data=autoFile, ntree=1000, mtry=4, type="class")

# Getting predictions

predictionsRF=predict(RF)

# Getting misclass rate

misclassRF=sum(autoFile$Origin!=predictionsRF)/396

misclassRF